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Abstract—Testing is one of the five main technical activity areas of software engineering. Software testing is important in quality assurance of web applications, in which test case is crucial. Compared with other software systems, web applications have many differences in the testing process. Web testing is an effective technique to ensure the quality of web applications. A number of approaches have been presented, to tackle this problem. In this paper, we classify these approaches into two classes (Functional Requirement and Non-Functional Requirement). Then, we evaluate these approaches based on some criteria (like testing criteria, technique used, performance, reliability, accuracy, testing method and testing criteria). Exploration of that categorization will help researchers who are working on web application testing to deliver more applicable solutions.

I. Introduction

In current years, with the quick expansion of the Internet and WWW, Web applications have become common in the entire world. As more and more businesses rely on Web applications, the value and consistency of the applications become essential. Testing can discover the majority of errors of the software. So, Web applications should be tested carefully to make sure that the requirement specifications are fulfilled by the applications. Web application testing is more complex than usual programs because of their characters of distribution, heterogeneity, platform independence and concurrency. The large dispersion of Internet has created an important enlargement of the order of Web based applications with more and more severe requirements of security, operability, reliability and interoperability. With the quick growth of Internet, Web applications rapidly sweep the world that are applied more widely and deepness in some parts like government, industry, education, and finance. Simultaneously, the quality of Web applications is one of the most important things to success of an organization or a department. However, both complexity and scale of Web applications are rising, and the cycle of development is becoming shorter and shorter, while the Web applications’ quality is more and more becoming an concern issue, so that the Requirements that are very high are not only put forward for development of Web application, but also the requirements for testing technology for Web applications are more strict. In order to make sure the consistency and quality of Web applications, the Web applications testing research require being make stronger continually. As a pattern of software with the rising popularity, Web application has been paid a lot of attentions and developed quickly. Web applications have many specifications like distributed, heterogeneous, platform independent and concurrent. These characteristics make the testing for them more complex and hard rather than traditional software. So, to discover an appropriate technology of testing for web applications has become precedence. Software testing is a hard and complex job and web application testing may be even more complicated, due to the peculiarities of these applications. In the previous years, research has been done to concentrate on a lot of problems in the web application testing and a lot of solutions and answers have been suggested. The functionality, quality and reliability of Web applications are significant issues because software can block the whole of businesses and verify strong mortification. These issues have improved the requirements for models, methodologies and tools to develop the testing and designing of Web applications. Significant issues for Web applications are complexity, speed, design maturity and large dimensions. The testing of Web applications is not a simple job.

In this paper, we focus on the web application problem and offer a survey of recent approaches. We then compare them with respect to a set of criteria. By offering this
overview and classification of existing proposals for web applications, we hope this research helps researchers to deliver wellbuilt approaches.

II. Classification of the web applications approaches

A. Different classes of web applications

There are different classes of Web applications, which are considered for different points and intended at different target group. Dart [Dart, 1999] classified the most frequently encountered Web sites according to the functionalities offered, and classes belonging to Web applications are summed up below:

- Deliverable: Information can be downloaded from the servers by End users, e.g. software upgrade.
- Customizable: Content can be customized by End users to fit specific preferences, e.g. Email setting system.
- Acceptable: Information can be inputted and submitted it to the servers by End users, e.g. subscription to newsletters.
- Interactive: Mutual communication between users or sites, e.g. business-to-business.
- Transactional: Goods can be bought by End users, e.g. online tickets shop.
- Service oriented: Services can be received by End users regularly, e.g. virus scan program per week.
- Accessible: Queries can be made into a large database and extracted information by End users, e.g. supplier looks up catalogue of parts.
- Data warehouse: Queries can be made into a collection of large databases and extracted information, e.g. Google search engine.
- Automatic: Providing/proposing content that are generated automatically to end users, e.g. mySimon suggestion of software agent according to contents of end users’ browsing.

The nine tips summed up above are the classes of Web applications that are classed according to their principal functionalities. However, In spite of the different classes of Web applications, they have frequent individualities that are the actuality of life for researchers and developers.[24]

B. Testing the Functional Requirements of a Web Application

Testing the functional requirements of an application endeavors at proving that features of application and operational actions correspond to their specifications. In other words, this kind of testing is accountable for discovery failures of application due to errors in the implementation of functional requirements, rather than failures due to the environment of application’s running.

To accomplish this plan, any failures due to the running environment should be avoided, or decreased to a minimum. Preliminary statements about the environment of running will have to be completed before design the test and execution.

Most approaches and methods used to test the functional requirements of “traditional” software can be used for Web applications, too. Equally to traditional software testing, functionality testing of Web application has to depend on the following basic aspects:

- Testing levels, which identify the diverse range of the tests to be completed, i.e. the collections of components to be tested.
- Test strategies, which describe heuristics or algorithms to generate test cases from models of software representation, models of implementation, or models of test.
- Test models, which represent the associations between an elements of representation or a implementation of component [25].
- Testing processes, which describe the flow of testing activities, and other decisions such as when to start testing, who is to do the testing, how much endeavor should be used, etc.

However, in spite of their similarity to conventional applications, Web applications as well have distinctive features that cause precise problems for each characteristic explained in the preceding list. For instance, the description of testing levels for a Web application needs superior concentration than that applied to traditional software. At the unit testing level, the range of a unit test cannot be distinct exclusively, because it depends on the existence of diverse kinds of components (e.g. Web pages, script functions, embedded objects) existing in on both the client and server side of an application. In relative to integration testing, the frequent diverse mechanisms used to incorporate a heterogeneous of application and dispersed components can produce some coupling levels and data flow among the components, which have to be measured to institute a correct incorporation strategy.

As for the strategies for test design, the traditional approaches of black box, white box, or grey box testing may be taken into description for designing test cases, supplied that preliminary reflections are distinct. In common, black box testing of Web applications will not be diverse from black box testing of software applications. In both cases, using a programmed treatment condition, a sufficient set of test cases is distinct based upon the particular functionality of the thing to be tested. However, a Web application’s definite features can influence test design and execution. For instance, testing of components dynamically created by the running application can be very costly, because of the complexity of identifying and
redeveloping the same situations that created each component. So, models of traditional testing used to represent the behavior of an application may have to be modified to this individuality and to the running environment of Web application. White box testing, irrespective of a nature of application, is typically based on coverage criteria that take into explanation structural features of the application or its components. Sufficient models representing structures of application or component are used, and coverage criteria and test cases are properly specified. The endeavor of white box testing is to wrap the structural elements measured. Since the architecture and components of a Web application are mostly diverse from those of a traditional application, suitable models representing structural information at diverse levels of granularity and abstraction are needed, and coverage criteria have to be distinct accordingly. For instance, models representing navigation as well as traditional structural features of an application require to be taken into account. Coverage criteria must spotlight both on hyperlinks, which permit user navigation in the application, and on internal items of component of application (e.g. its code statements).

In addition black and white box testing, grey box testing can also be measured for Web applications. Grey box testing is a combination of black and white box testing, and believes both the behavior of application, from the end user’s perspective (same as black box testing), and the application’s internal structure and technology (same as white box testing). According to [26], grey box testing is appropriate for testing Web applications because it issues in high-level design, environment, and interoperability circumstances. It is anticipated that this kind of testing will expose problems that are not simply recognized by black box or white box analysis, in particular problems interrelated to end-to-end information flow and dispersed hardware or software system configuration and compatibility. Context-specific failures related to Web applications are usually uncovered using grey-box testing. Lastly, for the testing processes, the traditional approach for testing execution that begins from unit test and proceeds with integration, system testing, and acceptance testing can also be in use into account for Web applications. For each stage, however, distinctions with admiration to testing traditional software have to be perceived and explicit solutions have to be considered. A significant testing process issue is, for example, to set up an environment to carry out tests at each stage: driver or stub modules are typically needed to run tests at the unit or integration phase. Results for testing a Web application have to clearly consider the application’s dispersed running environment, and to accept the essential communication mechanisms for performing the components being tested. [27, 28]

Generate test case from functional requirement of web applications, Generating test case from modeling database interaction in web applications, Testing web application based on web browser interaction, Call for testing (CFT), Generating test case from component based web applications, Testing web application based on use cases, Beta testing of web application, Generating test case of web application based on Z specification, Generate automated test code for web application with activity oriented approach, Using probable FSM for testing web application , An approach called on the fly for testing web applications, Surveying some methods of testing of web application and Adding the agent to intelligent web application testing approaches can be assigned as Functional requirement of web applications.

C. Testing the Non-Functional Requirements of a Web Application

There are diverse non-functional requirements that a Web application, either clearly or unreservedly, is typically needed to satisfy. For each nonfunctional requirement, testing behaviors with precise goals will have to be considered. An explanation of the confirmation activities that can be executed to test the major non-functional requirements of a Web application are presented below:

Performance Testing: Performance testing is performed to confirm specified performance of the system (e.g. response time, service availability). Frequently, performance testing is carried out by simulating hundreds, or even more, concurrent user accesses above a distinct time period. Information regarding accesses is recorded and then analyzed to approximate the load levels exhausting the resources of the system. In the case of Web applications, performance of the system is a significant issue because Web users do not desire to stay too long for a reply to their requirements; as well, they also anticipate that services will be available forever. Successful performance testing of Web applications is a significant task because it is not feasible to know in advance how many users will really be associated to a real-world running application. So, performance testing should be measured as an endless activity to be performed by analyzing data from access log files, with the intention of tune the system sufficiently. Failures that can be exposed by performance testing are mostly caused by running
environment faults (e.g. scarce resources, poorly deployed resources), even if any software component of the application level may contribute to inadequacy, i.e. components executing any business rule by algorithms that are not optimized.

Load Testing: Load testing is frequently used as a synonym for performance testing but it varies from the latter because it needs that system performance be assessed with a predefined load level. It goals to evaluate the time required to perform a number of tasks and functions under predefined situations. These predefined situations comprise the minimum configuration and the maximum activity levels of the running application. Also, in this case, many simultaneous user accesses are simulated. Information is recorded and, when the tasks are not performed inside predefined time limits, failure reports are created. As for the complexities of performing load testing of Web applications, reflections similar to the ones made for performance testing can be taken into account, too. Failures found by load testing are mostly due to faults in the running environment.

Stress Testing: Stress testing is carried out to assess a system or component at or further than the limits of its particular requirements. It is used to assess the response of the system at activity peaks that can exceed limitations of system, and to authenticate if the system crashes or is capable to improve from such situations. Stress testing varies from performance and load testing because the system is performed on or further than its breaking point, while performance and load testing simulate usual user activity. In the case of Web applications, stress testing complexities are similar to those that can be gathered in performance and load testing. Failures found by stress testing are mostly due to errors in the running environment.

Compatibility Testing: Compatibility testing is performed to verify if an application runs as anticipated on a running environment that has various mixtures of hardware, software, and middleware. In the case of Web applications, compatibility testing will have to discover failures because of the usage of diverse platforms of Web server or browsers of client, and corresponding releases or configurations. The large diversity of feasible combinations of all the components involved in the carrying out of a Web application does not make it possible to test them all; thus typically only the most general mixtures are considered. As a result, just a subset of feasible compatibility failures might be exposed. Both the application and the running environment can be responsible for failures of compatibility. A common rule for avoiding compatibility failures is to supply users of Web application with suitable information about the expected configuration of the running environment and with appropriate diagnostic messages to cope with any incompatibilities found.

Usability Testing: Usability testing goals to authenticate to what extent an application is simple to use. Typically, design and implementation of the user interface both influence usability, so, usability testing is mostly centered around testing interface of the user: issues regarding the exact content rendering (e.g. graphics, text editing format) as well as the simplicity of messages, prompts, and commands that are to be measured and confirmed. Usability is a serious issue for a Web application. Indeed, it may verify the success of the application. As a result, front-end of application and the method users interrelate with it often are features that are given larger care and awareness during the development process of application.

When Web application usability testing is performed, issues interrelated to an application’s navigation fullness, rightness, and succinctness are also measured and confirmed. This kind of testing should be an interminable activity performed to develop the usability of a Web application; techniques of user profiling are typically used to attain this goal. The application is mostly conscientious for usability failures.

Accessibility Testing: Accessibility testing can be measured a particular kind of usability testing whose goal is to authenticate that the access to content application is permitted even in the presence of reduced hardware and software configurations on the client side (e.g. browser configurations stopping graphical visualization, or scripting execution), or in the presence of users with disabilities, such as visual impairment. In the case of Web applications, accessibility policies such as the one supplied by the Web Content Accessibility Guidelines [29] have been recognized, so that accessibility testing characterizes confirmation the compliance of an application with such rules. The application itself is usually the major reason of accessibility problems, even when accessibility failures may be because of the configuration of the running environment (e.g. browsers where the implementation of scripts is immobilized).

Security Testing: Security testing goals to authenticate the efficiency of the overall defences of Web application against undesired contact of illegal users, its ability to protect system resources from inappropriate use, and granting certified users access to certified services and resources. Application defences have to supply security mechanisms capable to avoid or decrease damage by reason of intrusions, with expenses that should be appreciably less than damages reasoned by a security break. Application vulnerabilities affecting safety may be controlled in the code of application, or in any of the diverse hardware, software, and middleware components. Both the running environment and the application can be
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conscientious for security breakdowns. In the case of Web applications, heterogeneous implementations and execution technologies, jointly with the very large number of probable users and the opportunity of accessing them from wherever, can make Web applications more defenseless than traditional applications and security testing more complicated to achieve. [27, 28] Testing web application based on use cases and Generating test case from modeling database interaction in web applications approaches can be assigned as Non-Functional requirement of web applications.

III. Comparative evaluation

In this section we evaluate the above web application approaches with respect to the subsequent criteria. We declare that, any approach to web application should satisfy these set of criteria [31].

Performance: This represents how fast a Web Application request can be completed. According to [30], performance can be considered in terms of throughput, latency, execution time, and transaction time. The answer time of a Web application can also be quantify of the performance. High-quality Web application should supply higher throughput, lower latency, lower execution time, faster transaction time and faster answer time. It will be defined by timely manner. If the time of executing the program was less and down, the performance is better.

Reliability: This represents the capability of a Web application to carry out its functions (that is, to preserve its Web application quality). It can be considered by the number of breakdowns of the Web application in a confident time interval. If the testing standard manners are used, the reliability is high.

Accuracy: The accuracy of a quantity is the level of nearness of measurements of a quantity to that actual value of quantity. If the mathematical and logical manners are used, the accuracy is high.

Testing method: it divides in to two parts, white box testing and black box testing. The former that also known glass-box testing and Structural testing find errors that happen in internal structure of program such as database, coding, subassemblies and chips. White-box testing talk about how systems do their works. the latter one that also known behavioral testing is used for finding errors in feature’s level, high level operations, scenarios of customers and operational profiles. Black-box testing talking about what systems should do.

Testing criteria: it divides in to two parts, control flow and data flow. First one talking about the processes like activity diagrams. But second one talking about the parameters and messages that transferred and also talking about the relation between data.

Testing targets: it divides in to two parts, functional and non-functional. In functional testing the input and output of a system will be tested. It explains "what" the capability of the system is. Nonfunctional requirements explain the attributes of behavior of functions or systems. For example, "how" or with what quality the system should do its function.
<table>
<thead>
<tr>
<th>Testing criteria</th>
<th>Technique used</th>
<th>Performance</th>
<th>Reliability</th>
<th>Accuracy</th>
<th>Testing method</th>
<th>Testing criteria</th>
<th>Testing targets</th>
</tr>
</thead>
<tbody>
<tr>
<td>Generate test case from functional requirement of web applications</td>
<td>Formal language (object Z modeling)</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>White box</td>
<td>Black box</td>
<td>Control flow</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Data flow</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Functional</td>
<td>Non functional</td>
<td></td>
</tr>
<tr>
<td>Generating test case from modeling database interaction in web applications</td>
<td>GFSM, GFSMTT</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Testing web application based on web browser interaction</td>
<td>FSM</td>
<td>Not Applicable</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Call for testing (CFT)</td>
<td>User acceptance testing</td>
<td>Yes</td>
<td>Yes</td>
<td>Not Applicable</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Generating test case from component based web applications</td>
<td>finite state machine (FSM)</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>Logical component (LC)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Black box testing</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Automaton</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Composition of automata</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Testing web application based on use cases</td>
<td>Unified Modeling Language (UML)</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>use case diagrams</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>use case transitions models (UCTM)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Logical component (LC)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>constraint directed diagrams (CDD)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>constraint scenario coverage (CSC)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Beta testing of web application</td>
<td>Beta testing</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>---</td>
<td>--------------------------------</td>
<td>--------------</td>
<td>-----</td>
<td>-----</td>
<td>-----</td>
<td>----</td>
<td>-----</td>
</tr>
<tr>
<td></td>
<td>Generating test case of web application based on Z specification</td>
<td>Formally language (Z specification)</td>
<td>Yes</td>
<td>Yes</td>
<td>Not Applicable</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td></td>
<td>Generate automated test code for web application with activity oriented approach</td>
<td>Activity oriented approach</td>
<td>Yes</td>
<td>Yes</td>
<td>Not Applicable</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>Using probable FSM for testing web application</td>
<td>FSM Usage model of portable FSM</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>Adding the agent to intelligent web application testing</td>
<td>Performance testing</td>
<td>Yes</td>
<td>Yes</td>
<td>Not Applicable</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td>Surveying some methods of testing of web application</td>
<td>UML ReWeb/TestWeb</td>
<td>Yes</td>
<td>Yes</td>
<td>Not Applicable</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td></td>
<td>An approach called on the fly for testing web applications</td>
<td>UML FSM</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
</tbody>
</table>
IV. Conclusion
This paper has aimed to provide an overview and compare recent progress in web application testing. We classify these approaches to two categories, functional requirement of web applications and non-functional requirement of web applications. We study and survey several approaches. But we cannot claim that these approaches are comprehensive and exhaustive. Finally, we have comparison table with different columns that compares all the approaches. The main problems with most of these approaches to testing are the non-functional testing of testing target and accuracy of testing. It should be noted that although the above comparison is conducted based on some prominent approaches, the outcome of this research is not restricted to such approaches. In other words, my considered criteria either can be served as features to be included in a newly developing system or may be applied to help generally evaluating or selecting software testing approaches. However the results of my comparison show that there is no single superior software testing approach in all cases. Therefore, deciding which approach to use in a certain scenario should be done based on its specifications and combine and present the new approach that is more comprehensive and mature is my future work.
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